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Smart contracts face a significant challenge regarding the data transparency inherent to the blockchain-based
decentralized systems on which they run. This transparency can limit the potential applications and use
cases of smart contracts, especially when privacy and confidentiality are paramount. Presently, blockchain
applications that require a certain level of privacy will tend to rely on off-chain, centralized solutions. However,
this approach introduces trade-offs, potentially compromising the trust and security provided by blockchain
technology.

In this article, we advocate for the integration of cryptographic tools into smart contracts, aiming to
enhance privacy and address transparency concerns in applications. We introduce the notion of a Privacy
Framework (PF) as the general building block that addresses privacy issues in smart contracts by linking privacy
requirements and adequate implementations. Since auction are important applications that strongly rely on
privacy for reaching their full potential, we adopt in this paper the auction known as Vickrey–Clarke–Groves
(VCG) Auction for Sponsored Search as a use case to develop the notion of PFs. In practice, we provide three
PF instances, of increasing complexity, to improve the privacy assurances of specific auction smart contracts.
Our experimental assessment of these PF instances suggest they are efficient, not only in terms of privacy
preservation, but also in gas and monetary cost, two crucial factors for the viability of smart contracts.

Additional Key Words and Phrases: blockchain, distributed ledger technology, Ethereum, smart contracts,
performance, privacy, auctions, Vickrey-Clarke-Groves auction

1 INTRODUCTION
Blockchain systems, an instance of distributed ledger technologies, such as Bitcoin, ensure the
security, integrity, and fairness of financial transaction execution in the absence of a governing
authority trough the transparency of its data. With the advent of the so-called “smart contracts” , i.e.,
Turing-complete executable programs run on blockchain-based platforms, as introduced in 2015 by
Ethereum [4][37], another important public blockchain, and now generalized to other distributed
ledgers such as Tezos1, this transparency was inherited by general programs, i.e., code and storage.
The security and decentralization of public blockchains are paramount to smart contracts, which
may be susceptible to collusion or dishonest behavior from participants. Conversely, although what
ultimately bestows security to the system, this inherent transparency of blockchains is a severe
handicap for any process demanding even a small amount of privacy.
In this paper, we introduce new proposals that manage to preserve privacy in smart contracts

while avoiding to compromise the decentralization and transparency of their applications. We
follow up with a discussion of the trade-offs of these approaches through an analysis of their
performance via different use-case implementations .
∗Also with LTCI, Télécom Paris, IP Paris, France
1https://tezos.com
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1.1 Context
Ethereum expanded on Bitcoin’s distributed payment functionalities with the addition of the
scripting language Solidity [4], whose programs are popularized under the term “smart contracts”.
The advent of smart contracts expanded the distributed ledger technology from a decentralized
payment system to a decentralized computer, which in turn made possible the appearance of decen-
tralized applications (or “dApps”). These applications enjoy the same security and decentralization
properties as any other data stored in the blockchain.
Due to the nature of public blockchains, smart contract execution allows for complete trans-

parency in terms of data and code. Such property provides a secure and tamper-proof environment
for applications that require honesty or are particularly susceptible to collusion. For instance, for
voting systems, a smart contracts implementation could ensure that each vote is accurately counted
and that there is no manipulation of the results. Another example are public auctions, in which a a
dedicated smart contract would guarantee that the bids are recorded accurately, that the outcome
is properly determined and that there is no collusion between bidders to manipulate the auction
results. The transparency and security of smart contract execution make it an ideal solution for
a range of applications that do not want to rely upon honesty, fairness, and trust from a central
authority.
Nevertheless, these processes may also require some amount of privacy to ensure their correct

operation. For instance, elections need to keep participant identities in secret to prevent voters’
manipulation. Also, in some types of auctions, such as so-called “truthful” auctions, privacy is
paramount to ensure the correct functioning of the auction mechanism. Thus these applications
tread into a fine balance of needing both transparency and some level of privacy. This is precisely
this balance that we explore in this article and for which we introduce new solutions.

1.2 Contributions
The main contributions of this paper are as follows.

• We introduce the notion of privacy frameworks (PF) for smart contracts that link key privacy
requirements with possible implementable solutions, or instances, which we illustrate here
via the case of smart contracts for auctions.

• We provide examples of PFs such as the basic Blockchain PF or Smart Contract PFs, based on
four key PF requirements: anonymity, confidentiality, record secrecy, and transfer secrecy.

• We design and implement in Solidity three PF instances for a particular Smart Contract PF,
namely VCG PF, for a particular auction case, the Vickrey-Clarke-Groves (VCG) Auction
for Sponsored Search, showcasing incremental privacy-preserving capabilities.

• We analyze the run-time performance efficiency of these three PF instances in terms of gas
usage and price.

1.3 Structure of paper
This paper is structured in 5 sections. After this initial introduction, which sets the context of this
work, Section 2 introduces the notion of privacy frameworks and describe existing partial solutions
for privacy preservation in Ethereum. Section 3 details four instances of a privacy framework
dedicated to the VCG for Sponsored Search auction smart contract, seen here as a use case for
the general class of smart contracts. Section 4 explores the experimental impact of these privacy
instances, comparing their efficiency and evaluating their practical usability. To conclude, Section 5
introduces possible future improvements and discusses other future research perspectives.
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2 PRIVACY
Privacy is a complex and subjective notion. In the words of American jurist and economist Richard
Posner, “much ink has been spilled in trying to clarify the elusive and ill-defined concept of privacy. I
will sidestep the definitional problem by simply noting that one aspect of privacy is the withholding
or concealment of information.” [31]. We follow the same philosophy in this document, adopting
the notion that privacy is the ability to withhold any information that one desires, and having the
power to decide what to share, with whom and when.

2.1 Privacy frameworks
One can envision a whole continuum of privacy policies, depending on the nature, amount or scope
of the privacy-endowed data. We define a privacy framework (PF) as a general reference building
block that links a specific set of privacy requirements and (possibly partial) solutions to implement
them.
The first concrete example of a PF is the Blockchain PF based on privacy requirements defined

via two key properties that we believe are of utmost importance for privacy in all blockchains.
Of course, other more specific PFs can be defined for dedicated applications (as we see below for
smart contracts for auctions). These two properties are build upon the conventional concepts of
anonymity and confidentiality:

• anonymity, the capability of hiding the identity of someone;
• confidentiality, capability of hiding the contents of a message or data.

In the context of public blockchains, which are, by definition, transparent platforms, all the
information stored into blocks is publicly available to read. This means that every transaction is
public, traceable to the originator’s address, and both its inputs and changes to the blockchain
storage are recorded on the chain. This transparency is what ultimately guarantees the security of
the network and is fundamental for verifying the soundness of its data.

Within the Blockchain PF, the common concepts of anonymity and confidentiality are refined as:

• anonymity, i.e., hiding the identities of both sender and receiver of a transaction;
• confidentiality, i.e., hiding the amount transferred, or in the case of smart contracts, the
input and state changes.

Of course, public blockchains, such as Ethereum, already provide some form of weak anonymity.
It is not possible to link accounts’ addresses to real-life people, unless we become aware of some
off-chain transaction that reveals who owns the private key behind an account, for instance via the
payment for some real-world service with cryptocurrencies or the purchase of cryptocurrencies
on a trading platform with fiat money. We define this type of anonymity as “pseudo-anonymity”,
because once an user’s identity is revealed, it cannot be concealed again.

On the other hand, public blockchains cannot grant any confidentiality to their transactions save
for Zexe [21] (see below). As previously stated, in a public blockchain, all the information related to
a transaction is available and transparent, since this is crucial for the safety and correctness of the
chain’s data. This lack of confidentiality is a major challenge for the widespread adoption of public
blockchains. For example, blockchains as payment platforms have the inconvenience of enabling
anyone in possession of a wallet’s address to keep track of all its spending.

This lack of confidentiality also limits the types of smart contracts that can function in a public
system; two instances that would greatly benefit from the security of blockchains but are hindered
by the transparency are voting systems and the one covered in this document, namely auctions. Yet,
some projects intend to bring back some notion of privacy to blockchain systems; most focus on
anonymity of transactions, and we explore the most promising solutions in the following section.
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2.2 Privacy instances
As the usage of smart contracts expands beyond simple token transfers, there has been significant
efforts in the business and research communities to try to mitigate the inherent lack of privacy
in blockchains system [6] [5]due to its transparency principle. This issue is seen as a significance
hindrance for the widespread adoption of blockchain-based systems [24] [9]. Here, we present
some interesting approaches for bestowing some secrecy in Ethereum’s smart contracts. They
correspond to particular solutions, or PF instances, to enforce the Blockchain PF requirements.

2.2.1 Tornado Cash. Tornado Cash [7] is a (now infamous, due to the controversy over the use of
this mixing software technology raised [34]) Ethereum mixer. Mixers in cryptocurrency platforms
are software solutions for the “mixing”, or shuffling, of crypto-coins in order to obscure the origin
of the corresponding transactions. If this can improve the anonymity of the blockchain in general,
it can also, as was the case for the ban, be used for fraudulent financial activities, i.e., money
laundering.
Tornado Cash uses zk-SNARK (“zero-knowledge non-interactive succinct arguments of knowl-

edge”) proofs to break the link between the depositor and the withdrawer of a coin. A zk-SNARK
[12] is a proof that a certain computation has been performed; this proof is both difficult to create
and easy to verify, while its zero-knowledge trait means that the corresponding property can
be proved without “knowledge”, or full revelation of information [14]. Note that the zk-SNARK
technology is still growing in popularity, also being used by other systems such as Zerocash [11]
or Zexe [13].
Tornado Cash generates and communicates zk-SNARK proofs off-chain. So, upon deposit of

some coins, a zk-SNARK is generated and communicated to the depositor via a secure channel.
Later, with any different account, the zk-SNARK proof can be revealed and, if verified, the user can
withdraw the coins. The usage of zero-knowledge proofs completely obscures the link between the
deposit and withdraw transactions.

2.2.2 BroncoVote. This proposal for a secure and private e-voting system is based on Ethereum’s
smart contracts. BroncoVote [15] makes use of an off-chain server for performing Paillier homo-
morphic encryption (PHE), for the processing of users’ votes. Proposed by Paillier in 1999, Paillier
homomorphic encryption is a symmetric public-key cryptography algorithm that is characterized
by its additive homomorphism property.
Homomorphic encryption is alluring for smart-contract developers, because it allows users to

perform computational transactions directly on hidden crypted values, and the in-chain computation
can be performed without the need for decryption, efficiently hiding the actual input and output
values. In BroncoVote, PHE is used to compute the sum of votes. Paillier homomorphic encryption
is achieved through an off-chain server that voters need to communicate with before casting their
votes. Unfortunately, this off-chain server approach obviously centralizes and adds vulnerability to
the system.

3 SMART CONTRACT PRIVACY FRAMEWORKS
We explore here techniques to maintain the transparency of smart contracts while withholding
information that may be deemed sensitive to be shared on-chain. For this purpose, we suggest to
build upon cryptography-based algorithms and techniques to be integrated to smart contracts. In
this section, we introduce three new different cryptography-based schemes for smart contracts,
providing increasing levels of privacy: “Commit-reveal”, “Commit-reveal with Diffie–Hellman key
exchange” and “Commit-reveal with Diffie–Hellman key exchange and Mixer”.
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These techniques can be incorporated in many types of algorithms. To both illustrate and
experimentally assess these new techniques, we chose here, as a typical use case, the Vick-
rey–Clarke–Groves Auction for Sponsored Search scheme, for which we present and discuss
four implementations, a base case and three privacy-protecting versions.

3.1 Vickrey–Clarke–Groves (VCG)
A VCG auction for sponsored search (abbreviated as “VCG for search”) is an instance of the more
general Vickrey–Clarke–Groves (or VCG) mechanism, adapted for sponsored search auctions.

3.1.1 Vickrey–Clarke–Groves (VCG) mechanism. Named after William Vickrey, Edward H. Clarke,
and Theodore Groves, the VCGmechanism is the golden standard formechanism design, mechanism
design being the science of rule making, a field of economics and game theory that reasons over
games with incomplete information to generate a desirable outcome. The VCG mechanism provides
some interesting properties such as maximizing the welfare of all participants and being truthful,
i.e., being such that participants will receive their best outcome by submitting their actual, or “true”,
evaluations of the items at stake to the mechanism.

More precisely, in a sales mechanism such as an auction, buyer participants, or bidders, will have
a private true evaluation of how much they value the sold item [20]. Depending on what is being
auctioned, this private evaluation could be a very sensitive type of data.

In a truthful auction, bidders are guaranteed to receive the best possible outcome for them if they
submit their true evaluation, though, because of the sensitivity of this data, this type of mechanism
has been severely underutilized in marketplaces [29] [10] [35], at least until Facebook adopted an
instance of the VCG mechanism for the sale of advertisement links in the late 2000s, known as
Vickrey–Clarke–Groves auctions for sponsored search.

3.1.2 Vickrey–Clarke–Groves (VCG) for sponsored search. In a sponsored search auction, the seller
(or auctioneer) wants to sell a certain number of advertisement slots. The participating buyers are
publishers interested in the keywords related to a query performed by the user, query which is
going to lead to the display of an advertisement-enhanced page. Each result page has a certain
number of “slots” (i.e., predefined locations and sizes on an HTML page) offered; these slots have
different levels of prominence, quantified into what is known as their Click-Through Rates (CTRs).
A CTR is the ratio of how many times an ad was, in the past, clicked by the final user over the
number of times an ad shows up on screen for its target audience (such an appearance is also
known as an “impression”).

Sponsored-search auctions happen in milliseconds, before the query result page is loaded on the
client device, and this occurs millions of times a day, depending on the popularity of the web site.
Auction participants report to the auctioneers keywords and bids, on a "cost-per-click" basis. When
the advertiser’s keyword matches a user’s query, the advertiser automatically enters in the auction
for these query’s advertisements.
The VCG for search algorithm, in which 𝑛 bidders vie for 𝑘 slots, each characterized by a CTR

𝛼 𝑗 , can be outlined as follows, where the CTRs 𝛼 𝑗 are assumed down-sorted [30]:

(1) accept a bid 𝑏𝑖 from each bidder 𝑖 , and relabel the bidders so that 𝑏1 ≥ 𝑏2 ≥ . . . ≥ 𝑏𝑛 ;
(2) assign each bidder 𝑖 of the 𝑘 first bidders to the 𝑖-th slot (the others lose);
(3) charge each such bidder a price 𝑝𝑖 = 1

𝛼i

∑k+1
j=i+1 b𝑗 (𝛼j−1 − 𝛼j), with 𝛼𝑘+1 = 0, when a click is

performed on the ad.
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3.2 VCG privacy framework
For the VCG for search auction to behave as initially intended, a certain amount of privacy is
necessary; the auction is a truthful sealed-bid auction2, and calling for bidders to publicly express
their private evaluation on a public ledger would be a big setback for the adoption of VCG or any
other sealed-bid auction mechanism in a blockchain implementation.
In light of the aforementioned transparency inherent to blockchain systems and of the privacy

needs of VCG for search, we define below the four main privacy requirement properties of a new
PF, the VCG privacy framework, that we judge needed to be addressed in any instance of VCG for
search in smart-contract form:

• bidder’s anonymity, i.e., keeping the address of the bidder in secret;
• bidder’s confidentiality, i.e., keeping the value of the bid in secret;
• record secrecy, i.e., avoiding keeping a record of the auction data (bidders, bids, winners
and final prices);

• transfer secrecy, i.e., keeping secret the transfers of both goods and payment
This paper introduces below three instances for the VCG PF for privacy enhancement on VCG

for search in smart-contract form that address the previous requirements; their corresponding
Solidity implementation and analysis are also provided.
The main intent here is to address the four privacy properties presented without relying on

centralized solutions, while preserving some of the needed transparency in order not to compro-
mise the bidders’ trust on the auction. The real challenge is to find the proper balance between
transparency and obscurity. We also make use of four framework implementations to check the
practical feasibility of the proposed PF solutions.
These proposals combine existing modern techniques to improve privacy in the blockchain. A

key contribution of this paper is to analyse their relevance to the VCG mechanism, and discuss
what type of changes their use would require on smart contracts implementing such an important
application. Of course, these techniques could be used in other applications that require the same
or similar levels of privacy; our privacy-increased VCG solutions can thus be seen as significant
use cases for all such contracts.

3.3 Base case
The base contract that serves as a basis for experimentally assessing privacy is a direct implemen-
tation of the VCG algorithm in Solidity; this is a direct translation of the VCG for search algorithm
to smart-contract form that doesn’t take into account the repercussions that a distributed/public
implementation can have on the auction algorithm.

A Solidity smart contract is characterized by its storage and functions. The following subsection
discuss both for the base VCG contract.

3.3.1 VCG contract storage. The following data structures are used to implement VCG for search3:
• owner(address), the address of the user who owns the auction smart contract and has the
role to act as the auctioneer;

• isOpen(bool), a flag indicating if the auction is currently opened;
• ctrs(uint[]), the array of CTRs of the slots being auctioned;
• bids(uint[]), the array of bids sent by the bidders;

2In sealed bid auctions, bidders communicate their bids to the auctioneer in secret, for example in a sealed envelope. The
idea is to make sure, for privacy reasons, that no bidder knows how much the other auction participants have bid.
3The bool type is used for booleans; address is the Solidity builtin type for identifying participants; the uint type denotes
unsigned integers; the [] notation is used to introduce arrays of variable length.
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• agents(address[]), the array of addresses of the bidders;
• winnersAndPrices(address => Price), a map from an agent address to a Price structure

that contains an uint “price”, representing the winners’ prices in ETH, and a boolean “payed”,
that records if the price was already payed or not.

3.3.2 Public functions. Here we specify the main public functions of the VCG for search contract
(only the bid and payment functions are not reserved to the contract-owner role):

• transferOwnership transfers the contract ownership;
• openAuction opens an auction, providing it an initial array of CTRs as argument;
• bid enables one bid from a participant to be received by the contract (its value argument is
stored in bids, while the originator address is registered in agents);

• cancelAuction cancels the auction (the bids and agents’ addresses are erased);
• closeAuction closes the auction, sorts the bid list, via insertion sort4, and updates the
winnersAndPrices map with the proper VCG for search values.

• payment is used by the participants who won the auction to submit their payment, which
will update the boolean inside their Price structure in winnersAndPrices, registering that
they concluded their payment.

A typical contract execution can be described by a sequence diagram (see Figure 1). There are
two types of actors involved, auctioneer and bidders, the same as in every auction. The whole
process is divided into three parts. The first is the auction setup; for it, the auctioneer calls the
function5 openAuction(uint[] calldata CTRs), which starts a new auction, using the provided
argument as the appropriate CTRs values to be auctioned. Once the auction is opened, bidders
can call bid(uint) to store their bids in the contract. Once the bids are received and the auction
can be closed, it is up to the auctioneer to perform the needed closeAuction transaction. The
contract will then generate the VCG-specific list of winners and their respective prices, enabling
the winners to pay via the payment function.

3.4 Commit-reveal instance
A technique in smart-contract development that is commonly used to prevent front-running attacks
is the so-called “commit-reveal” scheme [27] [33], which is an adaptation of the homonymous
cryptographic algorithm. This technique builds upon two parts: the first, commit, as it name suggests,
forces participants to commit to a bid value by submitting a hashed version of said value; in the
second, it is required for participants to reveal their original values. At the end, the contract can
verify the validity of the revealed value by comparing it to the committed hash.

For our instance of the VCG for search contract with the aforementioned scheme, we require
bidders to commit an hashed version of their bids, using the Keccak-256 hash function, and then to
reveal their bids before the results of the auction are computed. The intention of this two-phase
approach is to hide bids from other potential bidders, in order to prevent them to be influenced by
4In order to perform the sorting of bids required when closing a VCG for search auction, the base contract implements the
“insertion sort” algorithm. This choice was first adopted with the intent of incrementally sorting the bids as they arrive
through the different bidding transactions. It became however apparent that later bidders would need to have to bear with
higher transactions fees, since the list of bids would be increasing along the bidding process, leading to possible longer
insertion steps, which could be considered as unfair. Moreover, through the gas used by a bidding transaction, one could
have inferred some information about the number of previous bids and thus gain some insight about one’s chance of
winning the auction, creating again unfairness and possible bias. Consequently, we decided to exclude the sorting of the
bids from the bidding phase, including it instead inside the closeAuction function, so as to make the auctioneer bear the
costs of sorting. Although insertion sort is not adapted to large sets [28] [18], we decided to keep this already existing
implementation, since we are mainly interested here in relative comparisons.
5The keyword calldata is used to indicate that a value is located in the argument storage.
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Fig. 1. Sequence diagram of the base VCG for search smart contract

Fig. 2. Sequence diagram of VCG for search with commit-reveal smart contract

or take advantage of the existing bids. The sequence diagram provided in Figure 2 illustrates the
basic process of a VCG for search smart contract integrating the commit-reveal scheme for bids.

3.4.1 VCG smart with commit-reveal contract implementation. This new auction contract operates
similarly to the base implementation, the main difference deriving from the way in which bids are
recorded in terms of storage and functions. This time we use two different tables to store bids:

• bytes32[] public hashedBids, a table of committed hashes;
• uint256[] public bids, the table of revealed bids.

In addition, we introduce an extra mapping, indexes, that associates a bidder’s address to its index
in the bids and agents arrays.
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Listing 1. View function for computing Keccak-256 hashes

function calculateHash(uint256 value , string calldata password)

external view returns (bytes32) {

return

(keccak256(abi.encodePacked(value , password , msg.sender )));

}

Listing 2. Stage control

// different stages of the auction

enum Stages {Close , Commit , Reveal , Payment}

modifier atStage(Stages _stage) {

require(stage == _stage , "Wrong␣stage.␣Action␣not␣allowed.");

_;

}

function nextStage () internal {

stage = Stages(uint256(stage) + 1);

}

Stages public stage = Stages.Close; //start with a closed auction

The hashedBids table stores the hashed value resulting from the Keccak-256 hash value of a
bidder’s bid, appended to a user-selected password6 and the user’s address, to ensure ownership. In
order to compute the hash to be committed, bidders can use any implementation of Keccak-256,
although we offer one in our contract, via the view function7 hash, presented in Listing 1.
The bid function now receives the bytes32 result of the hashing function and stores it in the

hashedBids table.
Note that, due to the added complexity of the commit-reveal scheme, phase control requires

here more than the single isOpen boolean present in the previous VCG implementation. Phase,
also called “stage”, control needs to be made more explicit into the contract, to regulate its flow
through the different steps of the auction. The stages introduced here are enumerated values,
seen as integers: Close, Commit, Reveal, and Payment. Functions in this case have thus modifiers
atStage, which will be reverted if the function is called out of its determined stage. Listing 2
presents the code associated with contract stage control.
After the reception of the encrypted bids, the commit phase is over; in this implementation,

the decision of phase termination is taken by the auctioneer by signalling to the contract that the
contract won’t accept more commitments, via a call to the stopCommitPhase function8.
In the next stage, the revealBid function receives, from each bidder, their uint256 bid value

and password as inputs; the function then checks that the hash of these inputs, once appended
6We enforce here the use of one-time string passwords to enhance the security of hashes; otherwise it would be potentially
possible, in a relatively easy manner, to decipher a bid value via brute force [8].
7View and Pure functions in Solidity are functions that can be executed locally, without data being shared in the blockchain.
View functions don’t store any data on-chain, while Pure ones don’t store nor read parameters from the blockchain [26].
8In the implementation, due to the sequential nature of the test protocol we use, the reveal phase will naturally occur
after all participants committed their bids, and thus the auctioneer knows when to call stopCommitPhase. A more realistic
implementation could be achieved with the auctioneer selecting a certain number of blocks, relative to each phase of the
auction process, as a waiting time for each of the contract phases, i.e., commit and reveal. A function modifier would then
compare the current block number to the previous phase’s block to verify if the phase is within the number of waiting
blocks and therefore active.
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Listing 3. Verifying the validity of a bid value and a password

require(hashedBids[index] ==

keccak256(abi.encodePacked(value , password , msg.sender)),

"wrong␣value␣or␣password");

to the message sender’s address, is equal to the previously committed encrypted value, as shown
in the code extract in Listing 3. If this requirement is met, the uncrypted bid is then stored in the
bids table; otherwise the transaction reverts (it is the bidder’s responsibility to handle errors).
Once the auctioneer decides that the reveal phase is over, it is their responsibility to compute

and publish the results. In this VCG instance, the computation of prices and the creation of the
winnersAndPricesmap is achieved within the closeAuction function, similarly to the naive VCG
implementation.
The execution of closeAuction will change the contract’s phase to Payment, and now the

auction winners can call the function payment, with a transaction carrying the winner’s associ-
ated price in coins (ETH in this case). The contract will check if the transaction sender is in the
winnersAndPrices map and if the transaction value corresponds to the price stored in the Price
structure; if both checks are statisfied, the payed boolean of the Price structure is set to true.
A full implementation of the VCG for search smart contract, integrating the commit-reveal

scheme for bids, is, with a corresponding JavaScript test file that illustrates its mode of operation,
available on GitHub9.

3.4.2 Privacy enhancements. Commit-reveal-based protocols are commonly used to prevent others
from obtaining information from transactions and front-running, based on such information. This
scheme is thus efficient in our effort to hide the bids until all bidders are committed to a certain
value. This way no bidders could be influenced by other’s values, which was the intent with this
approach.

Yet, analysing the efficiency of this approach under the scope of the PF characteristics previously
specified shows that the commit-reveal enhanced contract is still ineffective on other grounds.
Indeed, this implementation offers no enhancement in terms of bidder’s anonymity and transfers
secrecy; bidders still use their addresses to bid and are required to pay via a transfer to the contract.

On the other hand, it provides some partial relief in terms of bidder’s confidentiality and record
secrecy. Bidder’s confidentiality is ensured as long as the reveal phase is not started; but, as the
real values start to be stored in the contract storage, bidders can observe one another’s values, and
those who estimate that their chances to win the auction are too small can opt not to reveal their
values, thus preserving their true values and saving on transaction fees. For the same reason, this
implementation offers partial record secrecy for those bidders that opt not to reveal their values.

3.4.3 Trade-offs. The nature of the commit-reveal process imposes a split of the bid function in two
steps, commit and reveal, for a smart contract. Of course, this means a duplication on the number of
transactions required for participation in the auction. This higher number of transactions increases
the cost for participating, due to having to pay more often transaction fees. This also affects the
latency of the whole auction.

Another possible trade-off is for users not to reveal their bids, since some privacy can be generated
from this feature; as stated in the previous paragraph, this can affect the VCG prices. In an auction
with 𝑘 slots and 𝑛 participants, if only the winning participants decide to reveal their bid, that is
only 𝑘 bids are taken into account for the price calculations, the last winner will have to pay a price
9github.com/LucasMSg/The-Price-of-Smart-Contract-Privacy
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of 0, even though the VCG for search algorithm stipulates here a non-negative value if someone
else has bid below the last 𝑘-th bid. It is up to the auctioneer to decide, in this case, if the whole
transaction should be reverted or not, since the auction original specifications are, in some sense,
not met here.

3.5 Shared key instance
Diffie–Hellman key exchange (DHKE) is a scheme for the secure cryptographic exchange of keys
over a public channel introduced by Whitfield Diffie and Martin Hellman [16]. For such a scheme to
work, participants need to cooperate, exchanging messages to generate a shared secret key, using
modular exponentiation.

The characteristic of being designed for a public, insecure communication channel makes DHKE
an interesting match for public blockchain systems, specially since one of the goals addressed
in this paper is the preservation of the decentralized nature of the underlying system. Here we
propose an improved version for the VCG for search smart contract; it builds upon DHKE to create
a shared key between bidders and the auctioneer, in an attempt to introduce some privacy to the
system, in accordance to the privacy requirements introduced above.

3.5.1 Multi-Party SmartDHX smart contract. Our implementation of Diffie–Hellman key exchange
builds upon the Multi-Party DHKE smart contract SmartDHX introduced by Robert Muth and
Florian Tschorsch [25]. With SmartDHX, the authors show that it is possible to implement DHKE
almost entirely in a smart-contract form. There is, however, still need for some limited use of
JavaScript for the generation of random numbers for the private keys used for DHKE, Solidity
being unequipped to do so, since its semantics is deterministic, a necessity for all nodes in the
blockchain to be able to replicate the same execution.

The Multi-Party DHKE smart contract SmartDHX is composed of various subcontracts. Each par-
ticipant in the key-exchange process relies upon an associated MultipartySmartDiffieHellmanClient
contract, which inherits the DH functionalities from SmartDiffieHellman. In order to coordinate the
exchange of messages, there is a controller contract, MultipartySmartDiffieHellmanController. For
the modulus operation, SmartDHX makes use of the cryptographic primitives from the Solidity
library10 SolCrypto, in particular its relevant function BigMod, for modulo calculations.
Readers who want to better understand the functioning can refer to the original SmartDHX

paper [25].

3.5.2 VCG for search with shared key smart contract. There are multiple possible approaches for
integrating the DHKE algorithm into the VCG smart contract. Our first proposal is to use the shared
key introduced within the “reveal” step of the commit-reveal scheme above. However, instead of
having bidders reveal their values of bids and passwords to the whole blockchain, now the bidders
reveal those values encrypted via a new secret key, generated ahead of time by all the participants
with SmartDHX.

The auctioneer and other key holders can then decrypt the bids and execute VCG privately, either
locally or in a view function, i.e., in a manner that won’t expose the bids publicly. The auctioneer
then can publish the auction results, once the list of winners and corresponding prices are known,
by storing these results in the smart-contract storage; the winners can then proceed with their
payments.

An auction execution following this technique is represented in the sequence diagram of Figure 3.
The auction starts with the execution of the multi-party SmartDHX, as presented above. The
auctioneer and all the bidders have access to an associated MultipartySmartDiffieHellmanClient

10github.com/HarryR/solcrypto)

github.com/HarryR/solcrypto
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Listing 4. One-time pad decipher via “decrypt” function

function decrypt(bytes memory message , bytes calldata key) public

pure returns (string memory) {

bytes memory plainText = new bytes(message.length );

bytes memory messageinKey = abi.encode(key);

for (uint256 i = 0; i < (message.length ); i++) {

plainText[i] = message[i] ^ messageinKey[i];

}

return abi.decode(plainText , (string ));

}

contract, while the auctioneer is in charge of starting the MultipartySmartDiffieHellmanController.
Once a secret key is generated for the coming auction, a symmetric encryption system is used by
all the participants to encrypt and decrypt messages with the shared key.

The VCG contract follows then much of what was established by the commit-reveal PF instance.
The contract uses the same stages and function modifiers to ensure the correct flow of the auction,
with the same responsibility over the flow of control being delegated to the auctioneer, such as when
to stop the commit phase and when to decide to compute the results. Also, as for the commit-reveal
contract version, the bids are stored in two different tables: “hashedBids”, to store the bytes32
Keccak-256 hashes of the bids and passwords; and “encryptedBids”, to store the revealed bids and
passwords (in this instance, those are bytes, result of the encryption with the secret key).
Unfortunately for this first proposal, the Ethereum community strongly rejects the notion

of cryptography routines being executed inside smart contracts [2], with the claim that users
should make their secret keys public once they are in a blockchain transaction. With the privacy
framework contract we just described, we nonetheless want to argue that it could be useful to
allow cryptography uses through view functions, which can be executed locally, without the need
to communicate with the blockchain network, though a centralized approach could also be used
for the cryptographic part of the process.
For this PF instance, a simple one-time pad cipher [17] was used for the implementation of the

symmetric encryption and decryption processes with the secret key. Note though that OneTimePad
isn’t being quite properly used here, for we reuse a key that should be used “one-time” only; yet,
this serves to show the feasibility of a view-based encryption approach. The use of a one-time pad
cipher also made it necessary for the format of the bids and passwords to follow certain rules, for
them to be able to be decrypted by other users without ambiguity. For testing, we imposed that the
bids need to be written in two digits, and the passwords in 8 characters, though other rules could
be implemented.

Once the auctioneer chooses to terminate the bidding process and compute the results, this has
to be done in three parts. First, the values from the “encryptedBids” need to be recovered, which can
be achieved in different ways: (1) by retrieving the bids from the “hashedBids” table and executing
the one one-time pad cipher off-chain, or (2) by making use of the “decrypt” view function present
in the contract. Listing 4 presents the code of the decrypt function, making use of the one-time
pad cipher. The implementation also provides a “retrieveAllBids” function, another view function
that decyphers all bids with the secret key. It’s the auctioneer’s responsibility to ensure that the
decrypted bids are compatible with the committed hashes from “hashedBids”.
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Fig. 3. Shared key PF instance for VCG

Second, once the bids are retrieved, the auctioneer computes the results with “closeAuction”,
which in this instance is a view function that will return the array of winners and their corresponding
prices.
Finally, the auctioneer can publish the results and create the “winnerAndPrices” map with the

results obtained from “closeAuction”. This separation between the computation of the VCG results
and the publication of the results is necessary to ensure that the bids are never revealed on-chain.
The winners can perform now their payments via the “payment” function.

It’s worth noticing that, during testing, the auctioneer is always honest in their calculations;
we didn’t concern ourselves with a possible misbehavior from their part, although any owner of
a private key can verify the published results by computing the auction results themselves, and
refrain from executing the payment if misbehavior is encountered.
The full implementation of the Commit-reveal VCG with DHKE contract is available11. A

JavaScript test file for the contract is also available at the same location.

3.5.3 Privacy enhancements. We assess here the performance of this Shared key PF instance for
VCG, taking the privacy properties of the VCG PF outlined above as guiding rules.

bidder’s anonymity Our implementation offers no anonymity for the bidders; on the con-
trary, it partially aggravates it, by requiring each participant to have an associatedDiffie–Hellman

11github.com/LucasMSg/The-Price-of-Smart-Contract-Privacy

github.com/LucasMSg/The-Price-of-Smart-Contract-Privacy
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client contract (MultipartySmartDiffieHellmanClient) in order to participate in the shared-
key creation.

bidder’s confidentiality In terms of bidder’s confidentiality, the Diffie-Hellman VCG con-
tract is efficient in preserving the secrecy of the bids from onlookers who do not participate
in the shared-key creation, and therefore don’t hold the shared key needed to decrypt the
bids. Note that there is no confidentiality for the winners, since winning bidders have their
addresses and prices published on-chain.

record secrecy Record secrecy is kept just for the bids, due to the presence of bidder’s
confidentiality, but the addresses of the bidders are public, similarly to the records of
winners and prices.

transfer secrecy There is no change in transfer secrecy with this approach; all transactions
can be traced back to their originators.

3.5.4 Trade-offs. The consequences of adopting Multi-Party SmartDHX are, performance-wise,
substantial, specially regarding the number of transactions. First, new smart contracts have to be
added, one MultipartySmartDiffieHellmanController and one MultipartySmartDiffieHellmanClient
for each participant, which require deployments and associated costs and time.
According to [25], the SmartDHX multi-Party key-generation process requires performing at

least
∑𝑛

𝑘=1 𝑘 transactions, 𝑛 being the number of participants (in this case, the number of bidders
plus one auctioneer)12.

This increase in both the number of contracts and the number of transactions induces penalty in
terms of cost and latency of the auction. Note, though, it could be possible to reuse the shared key
for subsequent auctions, reducing the number of transactions.

Logically, this higher number of transactions and the necessity for bidders to participate in the
creation of the shared keys in addition to the auction itself increase the bidders’ commitment to
the auction process, in terms of participation and financially.

Finally, all the privacy enhancements derived from the secret key generated by the DHKE process
would be lost if one of the bidders decided to make it public; in this case, the privacy levels would
return to those of Commit-reveal VCG, seen before. This is a serious security issue, and even more
so as the number of auction participants increases.

3.6 Mixer PF instance
The final PF instance to privacy improvement for the VCG for search smart contract that we
introduce here is an upgrade of the VCG with DHKE presented above. This time, we build upon
the introduction of a so-called “mixer” in order to enhance confidentiality and records secrecy,
obscuring winners and prices. In this privacy framework, we’re interested in hiding the source of
payment for the “prizes”, which are, in the case of VCG for search, the auctioned slots.

3.6.1 Mixer. Mixers, also known as “tumblers”, are services that attempt to increase privacy in
blockchain systems by breaking the link between the origin of coins and their receiver. Mixers
such as “Tornado Cash” (briefly described in Section 2.2.1) allow multiple users to deposit fixed
amounts of coins in a shared pool, where the coins are mixed together; then the users can retrieve
those coins with different accounts than those used for deposit.

Mixers such as Tornado Cash and MicroMix [36] use zero-knowledge proofs generated off-chain
upon deposit; the proof can then be revealed for retrieving the tokens.

3.6.2 Diffie-Hellmanmixer. The idea for this implementation is loosely based on themixer proposed
by MicroMix [36], a mixer for transferring coins using zk-SNARKs, a type of zero-knowledge proof
12In the next section, we see that the number of transactions is actually much higher.
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that MicroMix generates off-chain. For our solution, we wanted to make use of the shared key
generated by DHKE in such a way that all computations could be realized on-chain, a feature that
wouldn’t compromise the decentralization of the system.

This improvement uses a mixer to list and receive payments from bidders, who, this way, can
use accounts different from those used for bidding; this added level of indirection increases the
transfers-secrecy level of the contract. This solution relies on both the easiness for users to create
new accounts [22] and the use of a Diffie–Hellman secret key, created by multi-party key generation
between the bidders and the auctioneer.

3.6.3 Mixer smart contract implementation. The implementation of this PF instance expands upon
the previous VCG with Diffie–Hellman version. A typical execution of VCG with DH and mixer is
represented in the sequence diagram of Figure 4.
In this new version, as part of the “encryptBid” function, where bidders submit their bids

encrypted by the secret shared key, bidders will also have to include a wallet address (from a wallet
for which they hold the private key), also encrypted with the secret shared key. The auctioneer can
decipher this address, and use it, instead of the original address, when publishing the results with
“publishResults”. The “payment” function only accepts payments from the associated addresses,
breaking the link between bidders and payers.
The contract is similar to the Diffie–Hellman version previously presented, except for the

introduction of the necessary changes for the adoption of amixer. A newmap, “encryptedAddresses”,
associates the index of the bidders to an encrypted value of the new address the bidder wants to
use to execute the payment. These encrypted addresses will need to be decrypted by the auctioneer,
and the addresses corresponding to the winners of the auction will be stored together with the
winning prices by the “publishResults” function.

As with the previous implementations, the full code of the VCG with mixer PF instance is
available online13, with an associated JavaScript test file.

3.6.4 Privacy enhancements. The improvements on the VCG PF privacy requirements derived from
the addition of a mixer go as follows.

bidder’s anonymity Anonymity is partially assured with the addition of a mixer, since
bidders can use a one-time “throw-away” account to bid, and use their main wallet to pay
and receive the auction’s prizes.

bidder’s confidentiality As with the previous privacy framework, the values of the bids are
only known by the holders of the DH secret key. With the addition of a mixer, bidders can
benefit from some confidentiality. Indeed, with no way to connect the winners’ addresses
to the bidders, it isn’t clear for onlookers who won and who lost the auction, though this is
still known information for the participants.

records secrecy In our implementation, the bids are not recorded in the blockchain, and the
same goes for the winners; there is no way to connect the bidders to the winning addresses,
unless the secret keys are made public, an issue we already raised.

transfers secrecy Amixer enhances the transfers secrecy, though the addresses of the bidders
and winners can be traced; the connection between the addresses of bidders and winners is
obscured by the secret key.

3.6.5 Trade-offs. The trade-offs with this mixer PF instance are similar to the side-effects of the
shared key PF instance presented above. The security based on DHKE once again demands a
relatively higher number of transactions and client contracts for all participants. The usage of a

13github.com/LucasMSg/Smart-Contracts-For-Auctions-From-Experimental-Assessment-To-Privacy
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Fig. 4. VCG with mixer PF instance sequence diagram

mixer is also more demanding on the auctioneer, who here needs to decode the “encryptedAddress”
and publish the new addresses with the “publishResults” function. This greater responsibility
enforced on the auctioneer increases the centralization of the auction mechanism. Though a
different implementation could be adopted, in which any participant could publish the results,
this would require a voting system between the participants in order to express agreement or
disagreement on the resulting values.

4 EXPERIMENTAL ASSESSMENT OF VCG PRIVACY INSTANCES
In this section, we compare and analyse the base VCG contract with the VCG PF instances presented
above. The metrics of concerns are the number of transactions and gas usage, together with the
associated monetary cost. With this comprehensive benchmarking experiment, we intend to
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analyse the practical applicability of these PF instances as well as provide a first idea on the “price
of privacy”, using incremental approaches that represent a spectrum of possibilities that developers
can choose from to select the best trade-off for their particular use case, VCG for search being just
one illuminating example to illustrate which various traits can be used in this regard.

4.1 Protocol
As previously discussed, the “Shared key PF instance” and “Mixer PF instance” versions perform
the computation and the publishing of the winners and results in two different functions, with the
results being computed by a view function while the results are stored by “publishResults”. In order
to make of a fair comparison between the different proposals, we developed implementations of
both the base VCG and “Commit-reveal PF instance” with a similar structure; there, the results are
generated by a view function “closeAuction”, and the results are published via “publishResults”.
Thus, the contracts dealt with in this comparison are: “base VCG” (VCG), “base VCG with separated
results” (VCGSep), “VCG with commit-reveal PF instance” (CRVCG), “VCG with commit-reveal PF
instance with separated results” (CRVCGSep), ‘VCG with shared key PF instance” (SKVCG) and
“VCG with mixer PF instance” (MixerVCG).

The tests executed were composed of auctions between 5 bidders with the following arbitrary
set of bids, given as integers in some arbitrary unit: [94, 95, 13, 17, 71]. For the contracts that require
passwords as part of their commitment, we used the following set of random password strings:
[’0ho95rq4’, ’84620e92’, ’abw9eu56’, ’srolni0n’, ’c3kknvgf’]. The auction is supposed to sell 3 items,
corresponding each to different click-through rates: [3, 2, 1;].
The decision to use 5 bidders in this test came from limitations with the integration of the

preexisting SmartDHX implementation we used; the contracts and tests provided by the authors in
their repository [25] are slow, and a higher number of bidders will, in fact, result in timeout errors
in our JavaScript test files. So we decided to use 5 bidders in this approach to privacy-performance
analysis, which is fast and already meaningful for the performance comparison we intend to make
here. We leave more thorough testing of these issues as future work.

The tests were executed in Truffle version v5.3.14, with the JavaScript Solidity compiler Solc-js,
version 0.8.1. All contracts and tests used for this comparison are available14.

4.2 Gas comparison
Tables 1 and 2 represent the gas used for the VCG privacy framework algorithms, excluding the
gas used for DHKE, an issue that is addressed in the following subsection. Table 1 contains the gas
usage for functions for which gas consumption is the same between different executions of the
same transaction. Table 2 it lists the gas usage for the transactions based on functions where gas
consumption can vary depending on its input or on the contract storage.
As previously discussed, view functions can be executed locally, without a transaction having

to be submitted to the blockchain; therefore they don’t consume gas and are considered “free” to
execute. Nevertheless, in Table 1, we decided to present the estimated “gas usage” of view functions,
in the italics, since we consider this information to be relevant to analyse the efficiency of smart
contracts, since they do have a cost, even though it is a local one. The “reveal” transactions in the
table relate as a whole to the “reveal” step of the commit-reveal scheme, which takes different
forms in the various contract functions: “revealBid”, for CRVCG and CRVCGSep, and “encryptedB”,
for both SKVCG and MixerVCG. “RetrieveAllBids” also refers to different functions within the
contracts: while SKVCG and MixerVCG have a function “retrieveAllBids” that will recover the
encrypted bids and decrypt them with the shared key, CRVCGSep, on the other hand, requires

14github.com/LucasMSg/The-Price-of-Smart-Contract-Privacy
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the auctioneer to read the bids from the “bids” table; in this case, the gas present in the table
corresponds to the sum of gas for accessing all 5 bids.

From the tables, one can make the immediate following simple observations.

• The deployment costs (Table 1) increase with the algorithmic complexity of the contract.
This should be expected, since this metrics is directly related to the code size.

• The first bids (Table 2) are more gas-consuming than the following ones; this occurs due
to the first bid setting up the storage for the arrays managed in the contract, an issue we
already mentioned.

• Note that “closeAuction” for VCG and CRVCG are transactions, while for the other algo-
rithms, they are views. For VCGSep and CRVCGSep, the gas sum of the views “closeAuction”
and “publishResults” (Table 1) are, logically, similar to what happens with the “closeAuction”
transactions of VCG and CRVCG, respectively.

• MixerVCG has a different style of payment, due to the use of a mixer; the winners addresses
are stored differently, and thus the gas required for performing payment differs for each
item (Table 2).

Transaction VCG (gas) VCGSep (gas) CRVCG (gas) CRVCGSep (gas) SKVCG (gas) MixerVCG (gas)
Deployment 1,887,325 1,890,181 2,600,777 2,422,229 3,147,601 3,583,014
openAuction 125,703 125,703 128,636 128,636 128,636 131,010
calculate hash 23,421 23,443 23,443 23,465

stopCommitPhase 27,323 27,323 27,345 27,345
encryptBid 60,641 60,685

encryptAddress 36,055
retrieveAllBids 130,533 267,091 264,869
retrieveAddr 114,781
closeAuction 171,623 76,471 172,229 62,832 62,832 60,544
publishResults 103,447 98,650 99,405 187,933

Table 1. Gas usage for the VCG implementations (constant consumption). The values in italics correspond to
view functions.

Transaction VCG (gas) VCGSep (gas) CRVCG (gas) CRVCGSep (gas) SKVCG (gas) MixerVCG (gas)
1st Bid 112,907 112,907 140,016 139,994 160,454 160,366
Bid 78,707 78,707 108,604 108,582 129,042 128,954

reveal 1 60,626 60,626 81,354 127,164
reveal 2 60,626 60,626 81,354 127,164
reveal 3 60,626 60,626 81,354 127,152
reveal 4 60,626 60,626 81,342 127,152
reveal 5 60,626 60,626 813,54 127,164

payment 1 44,935 44,935 44,973 45,909 45,909 46,741
payment 2 44,935 44,935 44,973 45,909 45,909 48,644
payment 3 44,935 44,935 44,973 45,909 45,909 50,547

Table 2. Gas usage for the VCG implementations (variable consumption).
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4.3 SmartDHX
We use the SmartDHX implementation [25] for performing the DHKE required by SKVCG and
MixerVCG. In practice, we followed the JavaScript test for Multi-party SmartDHX “2_TestMultiPar-
tyDHX.js” made available by the authors15, though, for our test runs, as previously explained, we
used 6 participants, or clients, (5 bidders and an auctioneer) instead of the 5 used in the original
SmartDHX test.

The number of transactions performed at run time during testing are the following:
• controller deployment, 1;
• client deployment, 6;
• controller start, 1;
• answers: 65 (Client 0, 1; Client 1, 2; Client 2, 4; Client 3, 8; Client 4, 16; and Client 5, 31).

We put these numbers in perspective in the rest of this section, noting that “Client 5” is considered
the auctioneer.

In their article [25], the SmartDHX designers advertise a requirement of a total of
∑𝑛

𝑘=1 𝑘 transac-
tions for the execution of multi-party SmartDHX, with 𝑛 being the number of clients. For 6 clients,
theoretically 21 transactions should be enough, but we obtained a quite different total number of 73
transactions. As it happens, in their GitHub repository16, the authors provide an “helper” contract,
with an “answerBatch” function that helps minimize the number of “answer” transactions, thus
explaining the discrepancy. Of course, although the number of transactions is different, the gas
used should be equivalent, since the batch function executes the same “answer” transactions in a
loop. Note that the gas cost of “answerBatch” with 6 participants exceeds the gas block limit of
Truffle, and thus we opted not to adopt the “helper” contract.

As explained in the SmartDHX original paper, the computation of the key exchanges before
the final key calculation is optimized via some kind of distributed memoization, which renders
the number of required “answer” transactions different for each participant, as one can see when
considering each client’s number of “answers”, as mentioned above. Assuming that each client does
execute their required “answer” transaction, the total gas used by each of them is listed in Table 3.

Client 0 Client 1 Client 2 Client 3 Client 4 Client 5
Answers (gas) 846,688 1,593,725 2,902,234 5,036,715 7,897,951 8,667,425

Table 3. SmartDHX “answer” gas usage per client

As one can see, Client 5 has to execute considerably more code in terms of gas than the other
participants (in fact, by more than a factor of 10). The execution of Multi-party SmartDHX ne-
cessitates the deployment of MultipartySmartDiffieHellmanController and the deployment of one
MultipartySmartDiffieHellmanClient for each client. The controller deployment costs 2,293,839
gas, while the deployment cost varies for each client, with an average of 2,332,546.5±5,292.36
gas17. Finally, the execution of one “start” transaction by MultipartySmartDiffieHellmanController
is required, which consumes 990,450 gas.
15github.com/robmuth/smart-dhx
16github.com/robmuth/smart-dhx
17The gas costs for the deployment of SmartDHX clients’ contracts vary between them, for the client’s constructor function
calls “addClient” from the controller contract, which adds the new client to the controller “clients” table. In order to add a
new client, the “addClient” function loops over the “clients” table, to be sure that the new client isn’t there already, resulting
in different gas costs for clients depending on the number of clients already present in the table (if need be, hash maps
could be used to smooth out these differences). It’s worth noting that the first client also pays for the initial set up of the
“clients” table, similarly to what led to the higher price for the first bidders in the VCG contracts.

github.com/robmuth/smart-dhx
github.com/robmuth/smart-dhx
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4.4 Transaction fees
For the monetary analysis of the PF instances, we estimated the prices of the different implementa-
tions in USD using the pricing calculations determined by EIP1559 [3].
Ethereum’s (ETH) price dates from August 9th 2023, 19:40 UTC, amounting 1,848.3 USD per

ETH18. On the same date, the gas costs from Etherscan19 are divided into a “Base Fee” of 19 Gwei
and a “Max Priority Fee” of 1 Gwei.
Transaction fees in fiat currencies, such as US dollars, for Ethereum transactions are subject

to variability based on the number of active users. These fees are calculated using two important
metrics: gas price and Ether price. Gas price reflects the cost of computational resources required to
execute a transaction, while Ether price represents the value of Ethereum’s native cryptocurrency.
Both of these metrics fluctuate in response to the level of blockchain activity and market interest.
It is worth noting that representing transaction fees in a familiar fiat currency like US dollars

can provide a useful reference point for readers who are new to Ethereum and unfamiliar with gas
metrics. However, it’s important to recognize that this approach fixes the metrics at a specific point
in time, and as the blockchain evolves and market conditions change, the presented results will
become outdated. Therefore, it’s essential to consider the dynamic nature of gas prices and Ether
prices when evaluating transaction fees.

Table 1 represents the different prices for the auction participants. The auctioneer is responsible
for deploying the VCG smart contract and the auction control transactions, while the bidders are
responsible for the bidding, committing and revealing of their bids. The payment fees indicated
here are the prices winners are charged for transferring ETH during the “payment” transaction.

VCG (USD) VCGSep (USD) CRVCG (USD) CRVCGSep (USD) SKVCG (USD) MixerVCG (USD)
auctioneer 81.85 78.23 108.38 98.95 125.79 145.23
1st bidder 3.92 3.92 6.6 6.6 8.22 9.79

other bidders 2.82 2.82 5.65 5.65 7.27 8.83
payment 1.66 1.66 1.66 1.69 1.69 1.66

Table 4. Fees, in US dollars, for the participants of the different VCG contracts.

Since, for SKVCG and MixerVCG, a large part of the cost is related to the execution of the
Multi-Party SmartDHX, Table 5 showcases the fees in USD for each client to deploy and execute
the necessary transactions.

Cli 0 (USD) Cli 1 (USD) Client 2 (USD) Cli 3 (USD) Cli 4 (USD) Cli 5 (USD)
Total prices 116.06 142.11 188.81 265.37 368.56 518.21

Table 5. Fees in dollars for the 6 clients of Multi-Party SmartDHX.

As noted in the previous section, the number of “answer” transactions for the different clients is
different, Client 5, i.e., the auctioneer, having the largest number of those. We judged that it would
be fair for the auctioneer to bear the heaviest burden, although, of course, such a decision should
be agreed upon prior to the auction launch, off-chain. Thus, in the table, Client 5 pays the fees
related to both its “answer” transactions but also for the deployment of MultipartySmartDiffieHell-
manController and the necessary “start” transaction to this contract.

18Pricing from coinbase.com
19etherscan.io/gastracker

coinbase.com
etherscan.io/gastracker
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4.5 Comparative Analysis
The here presented PF instances can be compared by two different metrics, first through the privacy
properties previously presented, and finally by the gas usage ans monetary aspect of smart-contract
execution.
The comparison between the different PF instances in term of bidder’s anonymity, bidder’s

confidentiality, records secrecy and transfer secrecy is summed up in Table 6.

PF instance Bidder’s anonymity Bidder’s confidentiality Records secrecy Transfer secrecy
Base None None None None

Commit-reveal None Partial Partial None
Shared key None Partial Partial None

Mixer Partial Partial Partial Partial
Table 6. Privacy properties of the different VCG PF instance contracts.

Base VCG and Commit-reveal PF instances lead to similar fees. The auctioneer fees see a 32.8%
increase from VCG to CRVCG, and 25.9% from VCGSep to CRVCGSep, due to the increase in
cost for the deployment and from the extra “stopCommit” transaction. On the bidders side, the
commit-reveal scheme demands an extra “reveal” transaction from bidders, doubling the fees for
bidders.
SKVCG and MixerVCG, on the other hand, are considerably more costly, due to the need of

executing Multi-Party SmartDHX. For the auctioneer, considering that they should bear the heavier
load of transactions needed (as Client 5), the total fees increase 731.04% from VCGSep to SKVCG,
and 755.89% from VCGSep to MixerVCG.

Considering that the key generated by SmartDHX could be reused between different auctions, this
monetary impact could be diluted over successive auctions. The increase in fees for the auctioneer,
disregarding the fees from the shared key exchange, in SKVCG and MixerVCG is of 60% and 85%
by comparison to VCGSep.

As for bidders, by comparison to VCGSep, the results indicate an increase of 5,774.8%±2,592.43%,
for the first bidder of SKVCG, and 8,083.5%±3,669.41%, for the subsequent bidders, while, for
MixerVCG, one finds 5,817.64%±2,592.43%, for the first bidder, and 8,143.52%±3669.41%, for the rest.
Note though that, without the price increase induced by SmartDHX, a more reasonable increase of
127.7%, for the first bidder of SKVCG, 177.64%, for the other bidders of SKVCG, 70.6%, for the first
bidder of MixerVCG and 237.64%, for the other bidders would have been recorded.

4.6 Discussion
To assess the practical impact of the previous results, the intrinsic values of the auctioned items
and the importance of the information the origins and values of the bids might hold need to be put
in perspective by the auctioneer and the possible participants before deciding to use one of the
techniques introduced above. Privacy concerns might be significant enough for the auctioneer and
bidders to consider accepting to pay increased fees, and adopt one of the proposed PF instances,
paying the price for the increased privacy. The techniques and analyses presented here enable an
informed choice by the auction participants, and can be used to help them decide of a particular
value-vs-fee trade-off for each auction.

Trying to solve the privacy problem for a VCG for search implementation is, in fact, a bit a
contradiction in terms. Indeed, what one can find first enticing in the development of an auction
system for decentralized applications is the trust that users can depose on them. With much of
this trust deriving from the system’s transparency, obscuring parts of such an auction would
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mean taking away from the trust. We show, in this paper, that a balance between transparency
and obscurity in order to maintain the user’s trust without incurring too much additional system
overhead can be designed and implemented.

What one ends up with the proposed PF instances introduced above are auction contracts that can
be executed without the aid of off-chain systems and that can obscure bids from non-participants,
as well as obscure the link between winners and participants. Admittedly, SKVCG and MixerVCG,
which are proposals based on secret key exchanges between all participants enabling everyone to
verify the validity of the auctions, has the undesirable effect of giving every malignant participant
the power to reveal the secret to outsiders. With the advancement of cryptographic tools and the
interest in web3 and dApps, one can hope that future developments will give more possibilities to
tackle out the privacy problem addressed here, without having to make big compromises.

5 CONCLUSION AND FUTUREWORK
We close this paper with an overview of its main contributions, followed by a presentation of future
perspectives for the progress of privacy research on public blockchains.

5.1 Main contributions
This paper deals with a critical concern associated with blockchain technologies, namely the
challenge posed by the inherent transparency of blockchains on smart contracts. In line with one
of the core design principles of the blockchain paradigm, solutions to such an issue should avoid to
resort to centralized techniques, which are all so present in the field and which may compromise
the decentralization and security traits of the blockchain technology.

Our proposal builds upon the concept of privacy frameworks (PF). PFs gather the essential build-
ing blocks that stem from a system’s specific privacy requirements, along with the corresponding
(possibly partial) solutions for their implementation.

Within the Blockchain PF, we reformulate the key properties of anonymity and confidentiality
to align with the unique characteristics of distributed ledger technologies. We apply then these
concepts in an actual use case analysis, namely the Vickrey-Clarke-Groves auction for sponsored
search. VCG for search is a special type of auction in which privacy is paramount for its correct
functioning and to preserve its truthfulness properties.
The VCG for search PF is defined to handle the privacy requirements specifically linked to the

sealed-bid aspect of this auction mechanism. Framing such a mechanism as a contract, we introduce
four specific privacy requirements, i.e., bidder’s anonymity, bidder’s confidentiality, record secrecy,
and transfer secrecy. In order to address the defined privacy properties specified in the VCG for
search PF, we introduce instances of the VCG for search smart contract building upon cryptographic
tools integrated into the contracts’ protocol. This results into four different contracts: the VCG base
case, and its commit-reveal instance, shared key instance, and mixer instance.

These contracts provide partial effectiveness in meeting the privacy requirements outlined by the
VCG for search PF. The most successful instance is the mixer VCG, which provided relief to all the
privacy points. Thus, these previous proposals show the theoretical feasibility of achieving privacy
within blockchain systems without the need of relying on centralized solutions. However, it is
important to be aware, on a more practical note, that this enhanced privacy comes with increased
costs, which we detail in the paper, both in terms of complexity and execution expenses.

5.2 Privacy properties comparison
There are a myriad of public blockchain systems in the market today, with a lack of scientific rigour
to compare them [23]; an interesting development for our research is to execute a comparison of
different public blockchain systems in terms of privacy. Some public blockchains employ methods
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of privacy preservation; for instance Monero[1] was conceived for anonymity and confidentiality.
Another interesting candidate is Tezos[19], which added privacy capabilities to its public chain in
2020 [32]. A comparison in terms of the privacy instances presented in this article, resulting from
the execution of the base VCG contract in these 2 blockchains, compared with the control case of
Ethereum, could reveal interesting insights that might be important when trying to choose which
blockchain system to adopt.

5.3 Possible enhancements
Another appealing direction we intend to take is the further development and improvement of the
VCG PF framework by applying other cryptography technologies that, at face value, seem well
adapted for the goal of preserving privacy while conserving the contract’s transparency.
A first interesting approach would be the use of homomorphic encryption. Homomorphic

encryption is a special form of encryption that allows specific types of computations to be carried
out on ciphertexts, so that when decrypted, they match the results of the same operations being
performed on the originating plaintexts [38]. Such encryption would be perfect for auctions;
ideally one would be able to sort bid values without having to decrypt then, thus preserving
bid confidentiality, while maintaining the computation over the data transparent, so that users
could attest the good behavior of the contract. Zero-knowledge(ZK) proofs are another appealing
cryptographic technique for PFs. There are already dApps that make use of Zero-knowledge proofs
to protect information on-chain, such as the infamous Tornado-cash[7], Zerocash or Zexe. Adding
ZK-proofs to a VCG contract to prevent information to be published on-chain and to guarantee the
proper execution of VCG to the bidders sounds compelling for future advancements.
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